Different Framework for Single Sign On (SSO)
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Abstract: Single sign-on (SSO) is a method of access control that enables a user to log in once and gain access to the resources of multiple software systems without being prompted to log in again. Single sign-off is the reverse process whereby a single action of signing out terminates access to multiple software systems. As different applications and resources support different authentication mechanisms, single sign-on has to internally translate to and store different credentials compared to what is used for initial authentication. This paper gives clear idea about different framework used for SSO
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1. Introduction

Historically a distributed system has been assembled from components that act as independent security domains. These components comprise individual platforms with associated operating system and applications.

These components act as independent domains in the sense that an end-user has to identify and authenticate himself independently to each of the domains with which he wishes to interact. This scenario is illustrated above. The end user interacts initially with a Primary Domain to establish a session with that primary domain. This is termed the Primary Domain Sign-On in the above diagram and requires the end user to supply a set of user credentials applicable to the primary domain, for example a username and password. The primary domain session is typically represented by an operating system session shell executed on the end user’s workstation within an environment representative of the end user (e.g., process attributes, environment variables and home directory). From this primary domain session shell the user is able to invoke the services of the other domains, such as platforms or applications. To invoke the services of a secondary domain an end user is required to perform a Secondary Domain Sign-on. This requires the end user to supply a further set of user credentials applicable to that secondary domain. An end user has to conduct a separate sign-on dialogue with each secondary domain that the end user requires to use. The secondary domain session is typically represented by an operating system shell or an application shell, again within an environment representative of the end user. From the management perspective the legacy approach requires independent management of each domain and the use of multiple user account management interfaces. Considerations of both usability and security give rise to a need to co-ordinate and where possible integrate user sign-on functions and user account management functions for the multitude of different domains now found within an enterprise. A service that provides such co-ordination and integration can provide real cost benefits to an enterprise through: reduction in the time taken by users in sign-on operations to individual domains, including reducing the possibility of such sign-on operations failing Improved security through the reduced need for a user to handle and remember multiple sets of authentication information. Reduction in the time taken, and improved response, by system administrators in adding and removing users to the system or modifying their access rights.

Improved security through the enhanced ability of system administrators to maintain the integrity of user account configuration including the ability to inhibit or remove an individual user’s access to all system resources in a co-ordinated and consistent manner.
Fig.1.1 Single User Sign-On To Multiple Services

Such a service has been termed Single Sign-On after the end-user perception of the impact of this service. However, both the end-user and management aspects of the service are equally important. This approach is illustrated in the diagram above. In the single sign-on approach the system is required to collect from the user as, part of the primary sign-on, all the identification and user credential information necessary to support the authentication of the user to each of the secondary domains that the user may potentially require to interact with. The information supplied by the user is then used by Single Sign-On Services within the primary domain to support the authentication of the end user to each of the secondary domains with which the user actually requests to interact.

The information supplied by the end-user as part of the Primary Domain Sign-On procedure may be used in support of secondary domain sign-on in several ways:

- Directly, the information supplied by the user is passed to a secondary domain as part of a secondary sign-on.
- Indirectly, the information supplied by the user is used to retrieve other user identification and user credential information stored within the a single sign-on management information base. The retrieved information is then used as the basis for a secondary domain sign-on operation.
- Immediately, to establish a session with a secondary domain as part of the initial session establishment. This implies that application clients are automatically invoked and communications established at the time of the primary sign-on operation.
- Temporarily stored or cached and used at the time a request for the secondary domain services is made by the end-user.

From a management perspective the single sign-on model provides a single user account management interface through which all the component domains may be managed in a coordinated and synchronized manner.

Significant security aspects of the Single Sign-On model are:

- The secondary domains have to trust the primary domain to:
- The authentication credentials have to be protected when transferred between the primary and secondary domains against threats arising from interception or eavesdropping leading to possible masquerade attacks

2. Open SSO

The Open Web SSO project (OpenSSO) provides core identity services to simplify the implementation of transparent single sign-on (SSO) as a security component in a network infrastructure. OpenSSO provides the foundation for integrating diverse web applications that might typically operate against a disparate set of identity repositories and are hosted on a variety of platforms such as web and application servers. This project is based on the code base of Sun Java™ System Access Manager, a core identity infrastructure product offered by Sun Microsystems.

3. Active Directory Federation Services (ADFS)

Active Directory Federation Services (ADFS) is a standards-based service and a component in Microsoft Server family of operating systems, starting from Windows Server 2003 R2 with ADFS 1.0. The latest available version is ADFS 3.0 on Windows Server 2012 R2. ADFS provides web Single Sign-On within the boundaries of 8 organisational Active Directory forest infrastructure. ADFS also provides identity federation between trusting organisations through inter-forest trust relationships [8], [9]. The SAML 2.0 standard is supported by ADFS, as well as OAuth 2.0 in the most recent version, ADFS 3.0 [10], [11]. Software developers can make use of provided libraries, such as Windows Azure Active Directory Authentication Library
(ADAL), to enable their client applications to use the provided SSO capabilities to access one or more web-based APIs, provided by Resource Servers [12]. The Microsoft Developer Network page includes GitHub links for native ADAL libraries for different mobile or static platforms, including iOS, OSX and Android [12].

4. Single Sign-On categories and frameworks

When it comes down to different protocols and frameworks currently present in the industry, one can only think of a few names. These are Security Assertion Markup Language (SAML), OAuth, OpenID and very recently, OpenID Connect. Here, we are going to briefly describe these different standards. Further detail on the chosen ones will be included in section 5. It needs to be particularly mentioned that, one of the major uses of the aforementioned frameworks and protocols is the handling of the authorization requirements of Application Programming Interfaces (APIs). This is especially true about web applications. Whether it is a Google, or Facebook type of on-line service provided as an API, or it is a company’s internal web application API, there will be a need to provide delegated access to certain resources using a API as an interface. Thus, the accessing application has to be authorized for delegated access. In legacy applications, the authorization was done by giving the user-name and password of the owner to the application [5]. One can easily imagine how tedious it will be to work with a number of applications accessing different APIs and asking the credentials required for each authorization separately. It also creates higher security risks, since the owner has no choice but to trust these applications [5].

5. SAML 2.0

SAML was created by OASIS Security Services Technical Committee and its current version is SAML 2.0, dating back to 2005 [18]. SAML relies on XML-based data to transfer authentication and authorization details. Using SAML, users, applications and services can exchange identity information [2]. This is done through SAML Assertions, which are compressed, encoded and possibly encrypted XML nodes [1].

6. OAuth 2.0

The latest iteration of OAuth, formalized in 2012, is the version 2.0 [19]. As one can imagine, it is much more accommodating to current trends and needs in the industry, as we will see in section 5. OAuth includes the notion of Access Token as the mechanism of choice for allowing access to restricted resources. In other words, an Access Token is the authorization issued to a client [19].

7. OpenID 2.0

At the time of this writing, the latest iteration of OpenID from 2007, the version 2.0, has become obsolete by the introduction of OpenID Connect. We will briefly mention a general description here and move on to OpenID Connect. Both standards are created by OpenID Foundation. OpenID focuses on providing decentralized authentication for end-users, throughout cooperating websites. Meaning, users can use a single identity to authenticate 10 against different websites. The idea is called Bring Your Own Identity (BYOI) and it is in wide use today. Standard HTTP(S) requests are used for this purpose [12].

8. OpenID Connect 1.0

OpenID Connect 1.0, finalized on February 2014, adds an identity layer to OAuth 2.0, enabling the verification of an end-user. This is done by using the data from an authentication, which an involved OAuth 2.0 Authorization Server performs [1]. Considering the similarities between OAuth 2.0 and OpenID Connect 1.0 and given the fact that the current implementation at Eurostep AB is using OAuth 2.0, it would be enough for our purposes to focus on OAuth 2.0.

9. The importance of BYOD

Bring Your Own Device (BYOD) and more generally, Bring Your Own Technology (BYOT), are descriptive terms for connecting employee owned devices or technologies (hardware or software) to company infrastructure. The practice is considered a liberty for employees, but actually involves far reaching benefits and risks for both parties. For instance, having employee owned devices connecting to business services annuls the requirement of buying company owned hardware, as well as certain amount of time required for the relevant training. On the other hand, a refusal by the employer would create the dissatisfaction of employees [13]. According to statistics mentioned by Miller et al., there was a 35 percent increase in smart-phone ownership rate between May 2011 and February 2012 in United States. Furthermore, 71 percent of people between the ages of 25 and 34 own smart-phones [13]. Since having two or more devices is far from being convenient or practical, the BYOD approach sounds like an eventuality. On the other hand, the risk to security (with regards to company data) and the risk to privacy (with regards to employee personal data) goes hand in hand with the adoption of BYOD [13]. As a result, a feasible solution can be the use of personal hardware as a portal to connect to a centralized data storage or service. Cloud computing can be an example. This is where Single Sign-On comes in and could provide us with the means for the necessary access control.

CONCLUSION

This paper study different frameworks of the SSO in details.
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