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Abstract - Online social networks [1] (OSNs) have experienced tremendous growth in recent years and become a de facto portal for hundreds of millions of Internet users. These OSNs offer attractive means for digital social interactions and information sharing, but also raise a number of security and privacy issues. While OSNs allow users to restrict access to shared data [2], they currently do not provide any mechanism to enforce privacy concerns over data associated with multiple users. To this end, we propose an approach to enable the protection of shared data associated with multiple users in OSNs. We formulate an access control model to capture the essence of multiparty authorization requirements, along with a multiparty policy specification scheme and a policy enforcement mechanism. Besides, we present a logical representation of our access control model that allows us to leverage the features of existing logic solvers [3][4] to perform various analysis tasks on our model. We also discuss a proof-of-concept prototype of our approach as part of an application in Facebook and provide usability study and system evaluation of our method.
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1. Introduction

Online social networks (OSNs) such as Facebook, Google+, and Twitter are inherently designed to enable people to share personal and public information and make social connections with friends, co-workers, colleagues, family and even with strangers. In recent years, we have seen unprecedented growth in the application of OSN’s. For example, Facebook, one of representative social network sites, claims that it has more than 800 million active users and over 30 billion pieces of content (web links, news stories, blog posts, notes, photo albums, etc.) shared each month. To protect user data, access control has become a central feature of OSNs. For the protection of user data [10], current OSNs indirectly require users to be system and policy administrators for regulating their data, where users can restrict data sharing to a specific set of trusted users. OSNs often use user relationship and group membership to distinguish between trusted and untrusted users. For example, in Facebook, users can allow friends, friends of friends, groups or public to access their data, depending on their personal authorization and privacy requirements.

Advantages of the Proposed Approach

1. Flexible access control mechanism in a multi-user [11] environment like OSNs should allow multiple controllers, who are associated with the shared data.
2. Regulate access over shared data, representing authorization[12] requirements from multiple associated
3. A group of users could collude with one another so as to manipulate the final access control decision.
II. THE PROPOSED APPROACH

In this paper, we pursue a systematic solution to facilitate collaborative management of shared data in OSNs. We begin by examining how the lack of multiparty access control (MPAC) for data sharing in OSNs can undermine the protection of user data. Some typical data sharing patterns with respect to multiparty authorization in OSNs are also identified. Based on these sharing patterns, an MPAC model is formulated to capture the core features of multiparty authorization requirements that have not been accommodated so far by existing access control systems and models for OSNs, after careful analysis the system has been identified to have the following modules

![Owner Module]

**Owner Module:**
In Owner module let $d$ is a data item in the space $m$ of a user $u$ in the social network. The user $u$ is called the owner of $d$. The user $u$ is called the contributor [12] of $d$. We specifically analyse three scenarios—profile sharing, relationship sharing and content sharing—to understand the risks posted by the lack of collaborative control in OSNs. In this the owner and the disseminator can specify access control policies to restrict the sharing of profile attributes. Thus, it enables the owner to discover potential malicious activities in collaborative control. The detection of collusion behaviours in collaborative systems has been addressed by the recent work.

**Contributor Module:**
In Contributor module let $d$ be a data item published by a user $u$ in someone else’s space in the social network. The contributor publishes content to other’s space and the content may also have multiple stakeholders (e.g., tagged users). The memory space for the user will be allotted according to user request for content sharing. A shared content is published by a contributor.

**Stakeholder Module:**
In Stakeholder module let $d$ is a data item in the space of a user in the social network. Let $T$ be the set of tagged users associated with $d$. A user $u$ is called a stakeholder of $d$, if $u \in T$ who has a relationship with another user called stakeholder, shares the relationship with an accessory. In this scenario, authorization requirements from both the owner and the stakeholder should be considered. Otherwise, the stakeholder’s privacy concern may be violated. A shared content has multiple stakeholders.

**Disseminator Module:**
In Disseminator module let $d$ be a data item shared by a user $u$ from someone else’s space to his/her space in the social network. The user $u$ is called a disseminator of $d$. A content sharing pattern where the sharing starts with an originator (owner or contributor who uploads the content) publishing the content, and then a disseminator views and shares the content. All access control policies defined by associated users should be enforced to regulate access of the content in disseminator’s space. For a more complicated case, the disseminated content may be further re-disseminated by disseminator’s friends, where effective access control mechanisms should be applied in each procedure to regulate sharing behaviours. Especially, regardless of how many steps the content has been re-disseminated, the original access control policies should be always enforced to protect further dissemination of the content.

**MPAC Module:**
MPAC is used to prove if our proposed access control model is valid. To enable a collaborative authorization management of data sharing in OSNs, it is essential for multiparty access control policies to be in place to regulate access over shared data, representing authorization requirements from multiple associated users. Our policy specification scheme is built upon the proposed MPAC model. Accessory Specification: Accessory is a set of users who are granted to access the shared data. Accessory can be represented with a set of user names, asset of relationship names or a set of group names in OSNs.
III. METHODOLOGY

Flow chart:

![Flow chart diagram](image1)

Algorithm:
Step 1: Request for processing of request for new friend
Step 2: To check their policy evaluation
Step 3:
Owner’s policy:
If it has direct user only sees his updates
Else if
Contributor’s policy: undirected users can’t see his updates to restrict them.
Else if
Stockholder’s policy: share their information to unknown users to restrict using controller methodology
Else
Disseminator’s policy: to restrict the users to access their walls from unwanted users
Step 4: To take the decision
Step 5: Permission only allow to direct users, to restrict from unwanted users
Step 6: To access only direct users using "MCONTROLLOR" methodology

Working Procedure:

![Working procedure diagram](image2)

Prototype Implementation:
We implemented a proof-of-concept Facebook application for the collaborative management of shared data, called MController (http://apps.facebook.com/MController). Our prototype application enables multiple associated users to specify their authorization policies and privacy preferences to control a shared data item. It is
worth noting that our current implementation was restricted [14] to handle photo sharing in OSNs. Obverse, our approach can be generalized to deal with other kinds of data sharing, such as videos and comments, in OSNs as long as the stakeholder of shared data is identified with effective methods like tagging or searching. The architecture of MController, which is divided into two major pieces: Facebook server and application server. The Facebook server provides an entry point via the Facebook application page, and provides references to photos, friendships, and feed data through API calls. A Facebook server accepts inputs from users, and then forwards them to the application server. The application server is responsible for the input processing and collaborative management of shared data. Information related to user data such as user identifiers, friend lists, user groups, and user contents are stored in the application database. Users can access the MController application through Facebook, which serves the application in an I Frame. When access requests are made to the decision-making portion in the application server, results are returned in the form of access to photos or proper information about access to photos. In addition, when privacy changes are made, the decision making portion returns change-impact information to the interface to alert the user. Moreover, analysis services in Controller application are provided by implementing an ASP translator, which communicates with an ASP reasoned. Users can leverage the analysis services to perform complicated authorization queries. Controller is developed as a third-party Facebook application, which is hosted in an Apache Tomcat application server supporting PHP and MySQL database. MController application is based on the I Frame external application approach. Using the JavaScript and PHP SDK, it accesses users’ Facebook data through the graph API and Facebook query language. Once a user installs MController in her/his Facebook space and accepts the necessary permissions [15], MController can access a user’s basic information and contents. Especially, MController can retrieve and list all photos, which are owned or uploaded by the user, or where the user was tagged. Once information is imported, the user accesses MController through its application page on Facebook, where she/he can query access information, set privacy for photos that she/he is a controller, or view photos she/he is allowed to access. A core component of MController is the decision-making module, which processes access requests and returns responses (either permit or deny) for the requests depicts a system architecture of the decision-making module in MController. Decision as the response of the request. Multiparty privacy conflicts are resolved based on the configured conflict resolution mechanism when aggregating the decisions of controllers. If the owner of the content chooses automatic conflict resolution, the aggregated sensitivity value is utilized as a threshold for decision making. Otherwise, multiparty privacy conflicts are resolved by applying the strategy selected by the owner, and the aggregated SC is considered as are commendation for strategy selection. Regarding the access requests to disseminated content, the final decision is made by combining the disseminator’s decision and original controllers’ decision adopting corresponding combination strategy discussed previously. A snapshot of main interface of MController is shown in All photos are loaded into a gallery-style interface. To control photo sharing, the user clicks the “Owned,” “Tagged,” “Contributed,” or “Disseminated” tabs, then selects any photo to define her/his privacy preference by clicking the lock below the gallery. If the user is not the owner of selected photo, she/he can only edit the privacy setting and sensitivity setting of the photo. If the user is the owner of the photo, she/he has the option of clicking “Show Advanced Controls” to assign weight values to different types of controllers configure the conflict resolution mechanism for the shared photo. By default, the conflict resolution is set to automatic. However, if the owner chooses to set a manual conflict resolution, she/he is informed of an SC of shared photo and receives a recommendation for choosing an appropriate conflict resolution strategy. Once a controller saves her/his privacy setting, a corresponding feedback is provided to indicate the potential authorization impact of her/his choice. The controller can immediately determine how many users can see the photo and should be denied, and how many users cannot see the photo and should be allowed. MController can also display the details of all users who violate against the controller’s privacy setting the purpose of such feedback information is to guide the controller to evaluate the impact of collaborative authorization. If the controller is not satisfied with the current privacy control, she/he may adjust her/his privacy setting, contact the owner of the photo to ask her/him to change the conflict resolution strategies, or even report a privacy violation to OSN administrators who can delete the photo. A controller can also perform authorization analysis by advanced queries. Both over sharing and under sharing can be examined by using such an analysis service in MController.

IV. SOFTWARE IN DETAIL

About the Java Technology

The Java technology lets developers, designers, and business partners develop and deliver a consistent user experience, with one environment for applications on mobile and embedded devices. Java meshes the power of a rich stack with the ability to deliver customized experiences across such devices. Java APIs are libraries of compiled code that you can use in your programs. They let you add ready-made and customizable functionality to save you programming time. Java programs are run (or interpreted) by another program called the Java Virtual Machine. Rather than running directly on the native operating system, the program is interpreted by the Java VM for the native operating system. This means that any computer system with the Java VM installed can run Java programs regardless of the computer system on which the applications were originally developed. In
the Java programming language, all source code is first written in plain text files ending with the .java extension. Those source files are then compiled into .class files by the javac compiler. A .class file does not contain code that is native to your processor; it instead contains byte codes — the machine language of the Java Virtual Machine (Java VM). The java launcher tool then runs your application with an instance of the Java Virtual Machine. Because the Java VM is available on many different operating systems, the same .class files are capable of running on Microsoft Windows, the Solaris™ Operating System (Solaris OS), Linux, or Mac OS. Java technology is both a programming language and a platform.

The Java Programming Language

The Java programming language is a high-level language that can be characterized by all of the following buzzwords:

- Simple
- Object oriented
- Distributed
- Multithreaded
- Dynamic
- Architecture neutral
- Portable
- High performance
- Robust
- Portable
- High performance
- Robust
- Secure

Each of the preceding buzzwords is explained in *The Java Language Environment*, a white paper written by James Gosling and Henry McGilton.

In the Java programming language, all source code is first written in plain text files ending with the .java extension. Those source files are then compiled into .class files by the javac compiler. A .class file does not contain code that is native to your processor; it instead contains byte codes — the machine language of the Java Virtual Machine (Java VM). The java launcher tool then runs your application with an instance of the Java Virtual Machine.

Fig. 4 Java Machine

Because the Java VM is available on many different operating systems, the same .class files are capable of running on Microsoft Windows, the Solaris™ Operating System (Solaris OS), Linux, or Mac OS. Some virtual machines, such as the Java Hotspot virtual machine, perform additional steps at runtime to give your application a performance boost. This includes various tasks such as finding performance bottlenecks and recompiling (to native code) frequently used sections of code.

V. RESULTS

![Fig. 5 Setting Privacy](image-url)
VI. CONCLUSIONS

We have proposed a novel solution for collaborative management of shared data in OSNs. A multiparty access control model was formulated, along with a multiparty policy specification scheme and corresponding policy evaluation mechanism. In addition, we have introduced an approach for representing and reasoning about our proposed model. A proof-of-concept implementation of our solution called MController has been discussed as well, followed by the usability study and system evaluation of our method.
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