Abstract: Software testing is an essential activity in software engineering, it is a discipline as well as an iterative process, which consists of Tests Designing, Tests Execution, Problems Identifying and Problem Fixing, for validating functionality and as well as for attempting the software break. Testing refers to the process of evaluating attributes like correctness, completeness, security, consistency, unambiguousness, quality etc. of a software and determine whether it meets its required functionality or not. Software testing doesn’t only for fixing the bug (in the code), but also to check whether the program behaves according to its given specifications and requirements. Testing is an activity to find the bugs in software that may perform by tester or by applying strategies like white box or black box. So, the activities involved in the testing should be in planned way.
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1. INTRODUCTION

Testing simply refers to the validation and verification specially to build good quality software. Testing also defined as “Software testing is technique of evaluating the attributes (i.e.correctness, completeness, security, consistency, unambiguousness, quality etc.) of software and determining that whether it meets its required functionality or not”. There is some basic terms used in software testing that are as follows:-

- **Verification** – Are we building the product right? It refers to the correctness of the function specifications.
- **Validation** – Are we building the right product? It refers to the user expectation whether the product developed meets the user requirement or not.

Determining when to perform verification and validation relates to the development, acquisition, and maintenance of software.

- **Mistake** – something wrong done by the developer and shows different result.
- **Fault [or Defect]** – is a condition that causes a system to fail in performing its required functions.
- **Failure** – the inability of a system or component to perform its required function within the specified performance requirement. A failure is normally detected by a difference between expected and actual result.
2. PRINCIPLES OF TESTING

- **All tests should be traceable to customer requirements.** As we have seen, the objective of software testing is to uncover errors. It follows that the most severe defects are those that cause the program to fail to meet its requirements.
- **Tests should be planned long before testing begins.** Test planning can begin as soon as the requirements model is complete. Detailed definition of test cases can begin as soon as the design model has been solidified. Therefore, all tests can be planned and designed before any code has been generated.
- **The Pareto principle applies to software testing.** Stated simply, the Pareto principle implies that 80 percent of all errors uncovered during testing will likely be traceable to 20 percent of all program components. The problem, of course, is to isolate these suspect components and to thoroughly test them.
- **Testing should begin “in the small” and progress toward testing “in the large.”** The first tests planned and executed generally focus on individual components. As testing progresses, focus shifts in an attempt to find errors in integrated clusters of components and ultimately in the entire system.
- **Exhaustive testing is not possible.** The number of path permutations for even a moderately sized program is exceptionally. For this reason, it is impossible to execute every combination of paths during testing. It is possible, however, to adequately cover program logic and to ensure that all conditions in the component-level design have been exercised.
- **To be most effective, testing should be conducted by an independent third party.** By most effective, we mean testing that has the highest probability of finding errors. The software engineer who created the system is not the best person to conduct all tests for the software.

**Key Points:**

- **To remove Defects**- The main objective of testing is to remove defects from the software.
- **To improve Quality**- The other main objective is to improve the quality of the software.
- **To increase Consistency**- The extent to which the product is consistent within itself and with other products.
- **To check Necessity**- The extent to which everything in the product is necessary.
- **Sufficiency**- The extent to which the product is complete.
- **Performance**- The extent to which the product satisfies its performance requirements.
- **Correctness**- The extent to which a program satisfies its specification and fulfills the customer’s mission objectives.
- **Reliability**- The extent to which a program can be expected to perform its intended function with required precision.
- **Efficiency**- The amount of computing resources and code required by a program to perform its function.
- **Integrity**- Extent to which access to software or data by unauthorized persons can be controlled.
- **Usability**- To improve Effort required learning, operating, preparing input, and interpreting output of a program.
- **Maintainability**- To improve Effort required locating and fixing an error in a program.
- **Flexibility**- To improve Effort required modifying an operational program.
- **Testability**- To improve Effort required testing a program to ensure that it performs its intended function.
- **Portability**- To improve Effort required transferring the program from one hardware and/or software system environment to another.
- **Reusability**- Extent to which software can be reused in other software’s, related to the packaging and scope of the functions that the program performs.
- **Interoperability**- To improve Effort required to couple one system to another.
3. TYPES OF TESTING

Static analysis is used to investigate the structural properties of source code. Dynamic test cases are used to investigate the behavior of the source code by executing the program on the test data. During the testing process, only failures are observed, by which the presence of faults is deduced.

A. Manual testing: When the software is in early phase of software development life cycle like in analysis phase Manual Testing is to be done, because at that time everything is on paper nothing is for execution therefore Manual Testing is done at this stage. Manual testing can be done by

- **Walkthrough**: Walkthrough team (project manager & few concerned people) adapt informal method to review the code. The tasks to be completed should be based on the scenarios used during the design process, and should be representative of the tasks the interface is designed to support. It is important to exercise as many elements of the interface as possible. If there are any elements of the user interface that you suspect may be troublesome, make sure the tasks use those elements. Tasks should be worded in a simple and straightforward fashion, and should not describe any aspects of screen interactions. Participants should be representative users, although the ability to have many participants provides the opportunity to have other stakeholders participate. Ensure that screens contain appropriate data. For example, if a screen would contain a customer name, make sure that this appears on the relevant screen in the booklet.

- **Review**: In this, the product documentation is analyzed in details & the conflicts/error is detected, then suggestion and solution are proposed in review report.

- **Inspection**: It is a formal method, minutely checks all the procedures standards and maturity of working environment of the organization and generates an inspection report, on this basis the approval is given.

**Advantages:**
- Manual testing can be use in both small and big project.
- Easily we reduce and added our test case according to project movement.
- It is covered in limited cost.
- Easy to learn for new people who are entered in manual testing.
- Manual is more reliable then automated (in many cases automated not cover all cases)
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Fig 2. Testing Strategies
• It allows the tester to perform more ad-hoc. In my experiences, more bugs are found via ad-hoc than via automation. And, the more time a tester spends playing with the feature of the software so he gets few user level bugs.

Disadvantages:
• GUI object size difference and color combination etc is not easy to find out in manual testing.
  • Actual load and performance is not possible to cover in manual testing for large number of users.
  • Running test manually is very time consuming job.

B. Automated testing: Automated testing is done when different modules are ready for execution. Individual/integrated modules are tested thoroughly using different scripts that are run on testing tool. Automated software testing tool is able to playback pre-recorded and predefined actions, compare the results to the expected behavior and report the success or failure of these manual tests to a test engineer. Once automated tests are created they can easily be repeated and they can be extended to perform tasks impossible with manual testing. Because of this, savvy managers have found that automated software testing is an essential component of successful development projects.

Advantages:
• Automated Software Testing Saves Time and Money
Software tests have to be repeated often during development cycles to ensure quality. Every time source code is modified software tests should be repeated. For each release of the software it may be tested on all supported operating systems and hardware configurations. Manually repeating these tests is costly and time consuming. Once created, automated tests can be run over and over again at no additional cost and they are much faster than manual tests. Automated software testing can reduce the time to run repetitive tests from days to hours. A time savings that translates directly into cost savings.

• Automated Software Testing Improves Accuracy
Even the most conscientious tester will make mistakes during monotonous manual testing. Automated tests perform the same steps precisely every time they are executed and never forget to record detailed results.

• Automated Software Testing Increases Test Coverage
Automated software testing can increase the depth and scope of tests to help improve software quality. Lengthy tests that are often avoided during manual testing can be run unattended. They can even be run on multiple computers with different configurations.

4. AUTOMATED TESTING TYPES
Automated testing is done by:

A. White box testing: In order to implement white box testing, the tester has to deal with the code and hence is needed to possess knowledge of coding and logic i.e. internal working of the code. Also known as glass, structural, open box or clear box testing. White box testing helps to derive test cases to ensure:
  • All independent paths are exercised at least once.
  • All logical decisions are exercised for both true and false paths.
  • All loops are executed at their boundaries and within operational bounds.
  • All internal data structures are exercised to ensure validity.

White box testing helps to:
  • Traverse complicated loop structures
  • Cover common data areas,
  • Cover control structures and sub-routines,
  • Evaluate different execution paths
  • Test the module and integration of many modules
  • Discover logical errors, if any.
  • Helps to understand the code

Advantages of White box testing:-
  • As the knowledge of internal coding structure is prerequisite, it becomes very easy to find out which type of input/data can help in testing the application effectively.
  • The other advantage of white box testing is that it helps in optimizing the code
  • It helps in removing the extra lines of code, which can bring in hidden defects.

Disadvantages of white box testing :-
  • As knowledge of code and internal structure is a prerequisite, a skilled tester is needed to carry out this type of testing, which increases the cost.
• And it is nearly impossible to look into every bit of code to find out hidden errors, which may create problems, resulting in failure of the application.

B. Black box testing: This testing ignores the inspection of internal mechanism of a system and focuses solely on the outputs generated in response to inputs and execution conditions. Tester does not have to deal with the code. It is also called as Behavioral Testing.

Advantages of Black Box Testing:-
• Efficient when used on large systems.
• Since the tester and developer are independent of each other, testing is balanced and unprejudiced.
• Tester can be non-technical.
• There is no need for the tester to have detailed functional knowledge of system.
• Tests will be done from an end user's point of view, because the end user should accept the system. (This testing technique is sometimes also called Acceptance testing.)
• Testing helps to identify vagueness and contradictions in functional specifications.
• Test cases can be designed as soon as the functional specifications are complete.

Disadvantages of Black Box Testing:-
• Test cases are challenging to design without having clear functional specifications.
• It is difficult to identify tricky inputs if the test cases are not developed based on specifications.
• It is difficult to identify all possible inputs in limited testing time. As a result, writing test cases may be slow and difficult.
• There are chances of having unidentified paths during the testing process.
• There is a high probability of repeating tests already performed by the programmer.

5. CONCLUSION

Software Testing consumes large amounts of resources in development projects. Hence, it is of general interest to assess the effectiveness and efficiency of current test methods and compare these with new or refinements of existing test methods to find possible ways of improving the testing activity. Software activity like testing is essential for software quality but also consume a large part of software development costs. Therefore efficient and cost effective software testing are both a priority and an essential considering the demands to decrease time-to-market and intense competition faced by many. It is then perhaps not unexpected that decisions related to software quality, when to stop testing, testing schedule and testing resource allocation needs to be as accurate as possible. Although software testing is crucial to build a good quality software. This dissertation elaborates all testing strategies, their interrelations, when to perform and how.
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